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ABSTRACT The interest of children in learning to program computers has increased dramatically in recent
years with the adaptation of new programming languages such as Scratch or game-based approaches. That
being so, it is still unclear how best to teach programming concepts to young children. There is a gap in the
literature on how to introduce basic programming concepts to children at the primary school level, while
taking factors such as the grade level and approach used into account. This paper explores the best approach
for introducing basic programming concepts to school children in the 4th, 5th and 6th grades as well as the
effects of the approaches on students’ learning gains (per concept). The concepts addressed here are those
used in a traditional Introduction to Programming course, such as programs, memory and variables, inputs
and outputs, conditionals and loops. The paper presents the resulting improvements achieved by the 4th, 5th
and 6th graders in a multigroup pretest-posttest design, with a control group (the use of a blackboard as an
unplugged approach) and two experimental groups (the use of a visual execution environment (VEE) with a
mouse and the use of the VEE with Makey Makey). We present the results exploring the interaction between
the grade and approach factors for the 144 children (9-12 years old) enrolled in primary education. The results
provide statistically significant data indicating how the children succeeded in learning basic programming
concepts according to their grade, the type of approach used, and the programming concept under study.

INDEX TERMS Early years education, primary education, improving classroom teaching, teaching
programming.

I. INTRODUCTION
Programming education is seen as a key to the acquisition
of skills called ‘‘21st century skills’’, such as creativity,
critical thinking, problem solving, communication and col-
laboration, social/intercultural skills, productivity, leadership
and responsibility [1]. Aligned with this fact, interactions
with computers are increasing day by day [2]. In a world
surrounded by computers and various programs, it becomes
necessary to understand the types of problems encountered
to be able to produce solutions. Individuals need to know
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computer languages and have code literacy so that they can
participate in daily life activities [3].

Studies in many countries report using Scratch or game-
based approaches for teaching programming to young chil-
dren [4]–[10]. That being so, there are significant difficulties
encountered when teaching even basic concepts, such as pro-
gram constructions [11], loops [12], control structures and
algorithms [13]. Difficulties may arise from poor teaching
or even a lack of a proper teaching methodology [14], [15].
Teachers need some guidance with regard to efficiently
approaching tasks [16], [17].

To address this gap in the literature, the contribution of
this paper is aimed at determining approaches for introducing
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basic programming concepts at the primary school level; this
can be achieved by studying factors such as a student’s grade,
the type of approach used and the interaction between grade
and approach. The goal is to understand how these factors
affect students’ learning gains in general in terms of basic
programming concepts. The concepts addressed are those
found in a traditional ‘Introduction to Programming’ course,
and these include: programs, memory and variables, inputs
and outputs, conditional statements and loops. The types of
approach used may be unplugged, on the blackboard, or com-
puterized with a visual execution environment (VEE). AVEE
may connect to different tangible interfaces such as Makey
Makey connected with fruit versus a mouse interacting with
the PC. Therefore, the research questions of this study are as
follows:

RQ1. Do children enrolled in 4th, 5th and 6th grades learn
basic programming concepts in the same way or are there
significant differences?

H1. Children enrolled in higher grades learn more than
students enrolled in lower grades.

RQ2. Are children able to learn programming concepts in
the same way, or does it depend on how they are taught?
For example, would there be differences between children
learning without a VEE, those learning with a VEE and a
mouse, or those learning programming using Makey Makey?

H2. Students using a VEE with Makey Makey learn
more than students using a VEE with a mouse or without
technology.

RQ3. Is there an improvement in the test scores for
all grades (4th, 5th and 6th grades) and for all types
of approaches (control: blackboard, test: PC/mouse, test:
PC/Makey Makey)?

H3. Students enrolled in higher grades with a VEE and
Makey Makey learn more than students enrolled in lower
grades without technology.

RQ4. Are students able to learn some programming
concepts better than others depending on their grade and
approach?

H4. Some concepts are learned better by students enrolled
in lower grades, as they are all novice students without
PCs, Makey Makey and previous knowledge, unlike students
enrolled in higher grades with more access to technology and
previous knowledge.

The paper is organized into six sections: Section II presents
related work; Section III focuses on the experiment car-
ried out; Section IV presents the results of the experiment;
Section V provides a discussion; and Section VI ends the
paper with the main conclusions and lines of future work.

II. RELATED WORK
Much has been written about the most appropriate language
and paradigm to use for teaching students about computer
programming [18] and the trade-off between choosing a
language for its pedagogical suitability or the extent of its
use in industry [19]. There has also been an increasing
amount of literature on innovative techniques to support

introductory programming; suggestions have included the
use of robots [20], visual props [21], theatre and even
singing [22]. A number of advances have been adopted to help
improve students’ ability to learn programming, including
the use of the ALICE programming environment produced
by Carnegie Mellon [23], [24] and many other approaches
[25]–[28]. However, considerably less research has been con-
ducted regarding the teaching of basic programming concepts
to elementary school children.

This section reviews international approaches for teaching
programming at the primary school level, how the approaches
are introduced, the use of metaphors for teaching concepts,
and program visualization systems for introductory program-
ming education.

A. INTERNATIONAL APPROACHES FOR TEACHING
CHILDREN TO PROGRAM
The works of educational theorists such as Forbel, Dewey,
Papert, and Montessori argue that learning should be play-
ful, physical, reflective of everyday practices, and self-
directed [29]–[31]. Seymour Papert in particular worked to
demonstrate that during the activity of computer program-
ming, ‘‘the child is learning how to exercise control over an
exceptionally rich and sophisticated ‘microworld’’’ [29]. If a
child knows the ‘‘hows’’ and ‘‘whys’’ behind a concept, they
not only have an improved understanding of the information
but can develop a solution. The child will create, through
their own experimentation and experiences, a connection to
the idea that results in them developing a positive outlook on
learning [32].

Heintz et al. offered a summary of how the USA and sev-
eral European and Asian countries have started to teach com-
puter programming in their K-12 education systems [33]. It is
evident that internationally, computer science (CS) is typi-
callymandatory in primary (elementary) schools and optional
in secondary schools (high schools), as depicted in Table 1.

B. WHAT AND HOW TO TEACH PROGRAMMING IN
PRIMARY SCHOOLS
A common starting point in many countries and schools
is to teach the Scratch computer programming language
to children. Developed at the MIT Media Lab [9], [10],
Scratch allows students to create interactive programs using
programmable instruction blocks [9]. By using Scratch, chil-
dren learn basic programming features such as conditional
statements, events, operators, loops, parallelism, data and
sequences [5], [10]. The sequence concept is programmed,
for instance, by moving any sprite a short distance. The loop
concept, used as a way to repeat instructions several times
and represented by the repeat command, indicates the num-
ber of desired iterations, and the sprite moves accordingly.
The conditional concept enables the user to make decisions
based on predetermined conditions. The data concept is used
for storing, retrieving and updating values. These Scratch
approaches focus on visual programming as a means to lower
the barrier for small children to learn basic programming
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TABLE 1. Interest in teaching computer science [40].

concepts and to create a fun and motivating environment
for students [34]. A previous study introducing very simple
concepts to children between 9 and 12 years old using a
block-based approach found evidence that there are very little
differences in performance between grade levels [35].

A study [36] on tangible computing explained why tangi-
bility matters, especially for your children, because physical-
ity confers cognitive leverage in learning situations. This is
relevant, as Scratch can be used with Makey Makey, a simple
hardware device for improvising tangible user interfaces also
developed at MIT [37]. When using Makey Makey, the user
connects fruit, Play-Doh or any other conductive material
to Makey Makey, creating a tangible user interface (TUI)
that can control the software running on a computer as it
receives input from a mouse or keyboard [38]. Integrating a
TUI into different teaching methodologies has been proven to
increase student engagement due to the interactions between
students and the environment [39]. The manipulation of
physical objects fosters cognitive learning [40], engagement
and active participation to help students clearly compre-
hend concepts [41]. Baykal et al. encouraged designers and
researchers to use TUIs with children to obtain many ben-
efits, such as playful learning and embodiment effects [40],
[42], [43]. However, other authors [44] have identified sit-
uations in which tangible interaction proves less useful and
an alternative interaction or hybrid approach provides a more
appropriate medium for learning.

Although using Makey Makey is relatively easy, it is not
used in many school environments, and minimal research

has been conducted on its effectiveness for learning. Lin and
Chang used Scratch based on multimedia and Flash with
a system based on Makey Makey to boost the motivation
of kindergarten kids with cerebral palsy to achieve certain
mobility actions [45]. Kafai and Vasudevan studied how
middle school students engaged in creating or reusing games
in Scratch with Makey Makey and improved their various
computational practices through the constructions of their
designs [46]. Sun and Han reported in their work that users’
enjoyment, interest, excitement, and enthusiasm when using
Makey Makey connected with bananas was higher than when
they used a standard keyboard input despite a worse per-
formance and lower preference ranking [47]. As a result,
García-Peñalvo et al. recommended that ‘‘even though it may
take time to think about how to introduceMakeyMakey in the
classroom, the benefits will be considerable’’ [48].

In using techniques such as Makey Makey and visual envi-
ronments to teach computer programming, theories of edu-
cation and human activity are further highlighted. Previous
studies [49], [50], which were based on Seymour Papert’s
view of empowering students by mastering programming,
concluded that primary school students in the fourth to sixth
grades (the former study) and the fifth grade (the latter study)
with greater interest in programming perceived it as more
meaningful.

The other educational possibilities are developing
your own program with Lego WeDo or Mindstorms
EV3 robots [7], [51] and unplugged approaches, where
students learn programming basics through storytelling or
with exercises from Code.org; however, there has not been
a proper evaluation of the effects of using these approaches;
therefore, the benefits are not yet clear [52].

An approach developed by Brady et al. included a vari-
ety of technologies, such as physical computing and a
rich Internet of things that students can plug into, meant
to engage girls in CS, and the approach showed positive
effects [53]. Research by Shim et al. proposed the use
of a robot game environment for learning the fundamental
programming concepts of sequences, repeats, conditionals,
branches, and parameters, and this technique resulted in a sig-
nificant increase in programming education efficiency [54].
The systematic review presented by Popat and Starkey also
identified the importance of instructional design for develop-
ing educational outcomes through coding [55].

C. USE OF METAPHORS TO TEACH CONCEPTS
Metaphors are a crucial factor of thinking [56]. The authors
in [57] declared that ‘‘the human species thinks with
metaphors and learns through stories’’. As [58] proved in the
case of teachers, the key is not only the use of a metaphor but
the story provided with the metaphor. Moreover, two theories
can be highlighted to support the correct use of metaphors for
teaching concepts: conceptual metaphor theory (CMT) and
structure mapping theory (SMT).

CMT [59] describes a conceptual metaphor as a cognitive
process that occurs when students seek understanding of new
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knowledge (the target domain) in terms of a different, already
known idea (existing knowledge: source domain) based on
their experience with that existing knowledge. Due to its
experiential basis, the metaphor can serve as a vehicle for
understanding a concept otherwise too abstract for the mind
to process [60].

SMT is based on the systematic principle, which claims
that the structural view of metaphors is about relations
and not because of simple features. Therefore, metaphors
can be applied to teach models, stories, concepts and
terms [61], [62]. Previous studies have proven the success of
using metaphors to teach programming to children [63]. For
instance, children may understand a program as a sequence
of available instructions that are visualized as an artifact
(a turtle drawn on the computer) that moves when the student
asks the computer to do so [64]. Children can also understand
programming using a cooking metaphor [65]. The ATM
metaphor can also be used with the programming concepts
of data processing and control structures [66]. The metaphor
for a program is a recipe, following the line of programming
being expressed as cooking [65]; this metaphor is explained
together with scripts in [67] and proven with significant
results in [68].

D. PROGRAM VISUALIZATION FOR INTRODUCTORY
PROGRAMMING EDUCATION
A review of generic program visualization systems for intro-
ductory programming [69] showed a trend of support for
engaging modes of user interaction. The results of evalu-
ations largely support the use of program visualization in
introductory programming education, but the research to date
is insufficient for drawing highly nuanced conclusions with
respect to learner engagement, learning tasks accomplished
and cognitive load. Specialized systems for helping learners
track program execution and providing models of program
execution through metaphors or illustrations can be found
for CS1 students. For instance, systems for expression eval-
uation [70], [71] use objects, such as BlueJ [72], Green-
foot [73] recursion [74] and assignment [75]. Specialized
systems have the advantage of centering on one topic or a
few topics. They may fully explain all difficult aspects, and
they can also make use of visual tricks and metaphors that
suit the particular topic/s especially well.

III. EXPERIMENT
Previous studies on how to teach programming to elementary
school children have shown that there is a lack of agree-
ment with regard to the best approach [76]. This section
describes a new experiment to provide some answers for the
literature. The experiment is described following the guide-
lines for reporting software engineering experiments written
by [77], [78] with the following subsections: A. Goal,
B. Context and participants (experimental units), C. Exper-
imental materials and tasks, D. Variables, E. Hypotheses,
F. Experimental design, G. Procedure and tools and H. Valid-
ity and reliability.

A. GOAL
The goal is to determine, among unplugged or computerized
approaches with a VEE (connected or not connected with
Makey Makey), how to introduce basic programming con-
cepts at the primary school level with the highest learning
gains. The research questions of this study are as follows:

RQ1. Do children enrolled in 4th, 5th and 6th grades learn
basic programming concepts in the same way or are there
significant differences?

RQ2. Are children able to learn programming concepts in
the same way, or does it depend on how they are taught? For
example, are there differences between the children learning
without a VEE, those learning with a VEE and a mouse, and
those learning programming using Makey Makey?

RQ3. Is there an improvement in the test scores for
all grades (4th, 5th and 6th grades) and for all types
of approaches (control: blackboard, test: PC/mouse, test:
PC/Makey Makey)?

RQ4. Are students able to learn some programming
concepts better than others depending on their grade and
approach?

B. CONTEXT AND PARTICIPANTS
This studywas conducted in a public school inMadrid, Spain.
Primary education in Spain spans from the ages of 6 to
12 years. The Ministry of Education establishes core subjects
that children must study in every grade. One of them is
Castilian Language and Literature, and metaphors are intro-
duced in their fourth year of the curriculum. Therefore, as the
methodology to teach programming also relies on metaphors,
the earliest year considered for the experiment was the fourth
grade (when children are, on average, 9 years of age.)

In Spain, there is a free configuration subject for
each autonomous region called ‘‘Technology and Digital
Resources to Improve Learning’’, which includes program-
ming concepts. Its specific content is set for the primary
education curriculum, but each individual school decides
on a preferred configuration within the academic program.
Consequently, the children participating in this study were
those enrolled in the 4th, 5th and 6th grades.

A total of 144 school children at the elementary school
level participated in the study. The breakdown was: 46 chil-
dren (31.9%) from the 4th grade (62.5%male, 37.5% female),
53 children (36.80%) from the 5th grade (40.38% male,
59,62% female), and 45 children (31.25%) from the 6th grade
(43,48% male, 56,52% female), with ages ranging from 9 to
12 years.

C. EXPERIMENTAL MATERIALS AND TASKS
Three instructional approaches were used to introduce
basic programming concepts to children in this study. The
metaphor methodology was common to all the types of
approaches. The three approaches adopted were as follows:
• Blackboard and paper exercises, no technology.
• VEE PrimaryCode used with a PC mouse as the interac-
tion method.

VOLUME 8, 2020 217803



R. Hijón-Neira et al.: Effects of a VEE and Makey Makey

FIGURE 1. PrimaryCode configuration screen when the selected
interaction is Makey Makey connected with pieces of fruit (A Play Doh
option is also available).

• VEE PrimaryCode used with the TUI of Makey Makey
connected with fruit to the PC to allow for interaction
with the VEE, where touching the fruit performs the
same effects as if the child were touching some keyboard
keys (Figure 1).

The difference between types 2 and 3 lies in the interaction
method because the VEE PrimaryCode is common to both
of them. The second type involves the common use of a PC
mouse, and the third type, Makey Makey, can be connected
with a plug and play device and configured to use the arrow
keys, space button and mouse clicks by touching a connected
fruit. For instance, in Figure 1, the left arrow key has been
associated with an apple, so when the child uses PrimaryCode
and touches the apple, he/she would have pressed the left
arrow key, thus making the interaction weird and fun.

In the next subsections, a detailed explanation of the
metaphor methodology (1), one application of the VEE Pri-
maryCode used with a PC mouse (2), another with the VEE
PrimaryCode used with MakeyMakey connected with pieces
of fruit (3), and the tasks carried out by the children regardless
of the type of approach (4) are described.

1) METAPHOR METHODOLOGY
In our previous work, a methodology based on the use of
metaphors to teach programming in primary education was
published [67]. This methodology provides teachers with
guidance for teaching the basic concepts of programming
to children using the metaphors summarized in Table 2. As
indicated in Section II, part C, the key is not only the use
of the metaphors in teaching but the scripts by which the
metaphor is introduced and how the teachers should use them
when trying to explain abstract concepts to students with daily
objects [67].

The first block serves to introduce the program, program-
ming, sequence and memory concepts using the metaphor of
a recipe, where the memory works as a pantry with boxes and
baskets as variables. The second block serves to introduce

TABLE 2. Overview of a smoothie recipe metaphor for use with children.

input and output instructions, with the mouth as input to
the digestive system and the rectum as the output. The third
block serves to explain conditional instructions as intelligent
decision making for a fridges with regard to whether or not
there are enough groceries to cook certain meals. The fourth
block serves to introduce the loop concept with the simile of
a juicer and hand mixer in the kitchen.

This methodology can be used with any resource avail-
able to teachers in the classroom. If there is no computer
in the classroom, the process will likely take longer because
metaphors must be drawn on the blackboard and the students
need the scripts and exercises on paper.

If there is one computer in the classroom, the VEE Pri-
maryCode can be installed and run to support the metaphors.
Students can interact with the computer via the mouse. More-
over, if both a computer andMakeyMakey [37] are available
in the classroom, the metaphors are explained with the VEE
PrimaryCode, and students interact with the computer using
fruit or Play-Doh as explained previously.

In our previous study on proving the efficacy of the
metaphors and the use of MECOPROG [68], 132 primary
education students (9–12 years of age) were taught pro-
gramming by using MECOPROG. At the beginning of the
experiment, all students were asked to complete program-
ming concepts and computational thinking tests. During the
sessions, all students were taught according to MECOPROG.
Finally, they took the tests again. Significant improvements
in the results on all the tests were measured, supporting the
use of metaphors to teach computer programming concepts
to primary education students.

2) METAPHOR METHODOLOGY WITH PRIMARYCODE AND
A MOUSE
PrimaryCode is a VEE developed in an ad hoc manner to
explain introductory programming concepts to children. This
paper presents it for the first time. The VEE is intended to
display the metaphor methodology in an interactive way to
children. Therefore, to explain the metaphors presented in
the previous subsection, it helps to structure the contents
similarly in three parts: 1- input and output, 2- conditionals
and 3- loops. In addition, the VEE transversally includes the
concept of sequence, since it shows the execution of snippets
written in pseudocode step by step on the left. Implicitly,
the concept of ‘‘Program&Programming’’ is shown, offering
several examples where the child can change the inputs and
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FIGURE 2. PrimaryCode executing a loop statement (left) step by step,
where the states of the variables kept on the baskets represent the
computer memory (right); in this case, the interaction is done with the
mouse (top left).

variables values to see what happens in terms of memory
or the outputs (screen) as the snippets execute. It offers
snippets where students can change the values of variables
and inputs on the computer just by selecting them with the
mouse. In PrimaryCode, a (sequential, conditional, or input &
output) statement is executed step by step on the left-hand by
clicking with the mouse, and it runs parallel with the outputs
or variables, as shown on the right.

In Figure 2, PrimaryCode shows a loop concept snippet
being executed (left) and the baskets representing variables
that change (increase or decrease) their contents during every
loop iteration (right), and this is all being executed step by
step (red arrow pointing out the instruction being executed)
by the child clicking the ‘‘next step option’’ (bottom) with the
mouse. The system offers several types of loops and different
examples where children can change the values of variables
of the conditional statement and observe what happens. The
same is true for the input, output, and conditional statement
snippets.

3) METAPHOR METHODOLOGY WITH PRIMARYCODE AND
MAKEY MAKEY
The VEE PrimaryCode was designed to introduce children to
programming in a funway; hence, its colorful interface is very
child-oriented and presents abstract concepts with simple
visual examples such as baskets or barrels for variables or a
red arrow for pointing out the next instruction being executed.
Thus, the authors were aware of how much children love to
use Makey Makey and that using it for learning is definitely
valuable [17], [37], [45], [79]. Therefore, the system allows
two types of interactions: the first is normal use with the
mouse (explained in the previous subsection). In this type of
approach, the VEE offers snippets where students can change
the values of variables and inputs on the computer just by
selecting them by touching the fruit previously connected
to it through Makey Makey (Figure 1). In PrimaryCode,

FIGURE 3. Child executing a snippet on PrimaryCode (left) and watching
what happens to the outputs and variable (represented with a barrel),
both on the right. In this case, the interaction is done with fruit connected
through Makey Makey.

a (sequential, conditional, or input & output) statement is
executed step by step on the left-hand side by touching the
fruit (a banana in this example), and it runs parallel with
the outputs and/or variables, as shown on the right (on the
right hand side of the screen, a barrel represents the variable
that shows the change affected on it); see Figure 3 for an
illustration.

PrimaryCode, when used with Makey Makey, offers two
options for the tangible interface; it can be configured either
with fruit or with Play-Doh. If used with other programs, such
as Scratch, any conductive material can be used (aluminum
foil, water, etc.).

4) PRIMARYCODE TASKS FOR LEARNING PROGRAMMING
CONCEPTS
Table 3 demonstrates the programming concepts inculcated
through the exercises performed in PrimaryCode or paper
exercises derived from it. There are a total of 31 different
exercises that utilize the programming concepts included
in Table 2. Some concepts are common to all exercises
(sequences, variables), and others include concepts used
before (such as inputs, conditions or loops). All exercises
have between 2 and 6 different parameters required for exe-
cution, and the children can play with different values and
observe what happens.

D. VARIABLES
Two different factors were considered in the study as inde-
pendent variables:

- Grade (three different levels: 4th, 5th and 6th).
- Type of approach (three different levels: unplugged, com-

puterized with a VEE used with Makey Makey, and comput-
erized with a VEE used with a PC mouse)

In addition, interactions between these two factors were
considered.

The dependent variables are related to the learning scores
of the students obtained on two programming knowledge tests
(a pretest at the beginning of the experiment and a posttest
at the end of the experiment). These learning scores served
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TABLE 3. PrimaryCode tasks for learning programming concepts.

as a quantitative measure for testing the improvements in the
students’ knowledge of the programming concepts.

E. HYPOTHESES
The hypotheses of the study are as follows:

H1. Students enrolled in higher grades learn more than
students enrolled in lower grades.

H2. Students using a VEE with Makey Makey learn
more than students using a VEE with a mouse or without
technology.

H3. Students enrolled in higher grades with a VEE and
Makey Makey learn more than students enrolled in lower
grades without technology.

H4. Some concepts are learned better by students enrolled
in lower grades, as they are all novice students without
PCs, Makey Makey and previous knowledge, unlike students
enrolled in higher grades with more access to technology and
previous knowledge.

F. EXPERIMENTAL DESIGN
To achieve the goal of the experiment, taking the quan-
titative nature of the variables and the hypotheses formu-
lated into account was the reason to choose a multigroup

pretest-posttest design for the experiment with three groups,
one for the control group, known as unplugged, and two test
groups, one for each of the approaches under study: comput-
erized with a VEE and Makey Makey and computerized with
a VEE and a mouse.

G. PROCEDURE AND TOOLS
The experiment took place inDecember 2018. The three com-
puter science specialists adopted the metaphor methodology
for lesson planning, and the same type of approach was used
for each age group (4th, 5th and 6th grade). Each computer
science specialist was responsible for one particular type of
approach, and each of them taught 4th, 5th and 6th graders.

At the beginning, all students in each of the grades (4th,
5th and 6th) took a pretest concerning basic programming
concepts to evaluate their initial knowledge of programming
concepts. Students then received 8 sessions (one hour each)
on the basics of programming, covering the concepts of pro-
grams, programming, sequences, memory, inputs and out-
puts, conditionals, and loops.

Using a similar approach to that applied by the authors
in [54], the children were evaluated on their understanding
of 5 programming concepts: sequences, repetitions, condi-
tions and branches, functions and parameters [54]. In this
case, a total of 31 visual interactive exercises were carried
out by the students, compared to the 10 developed in [54].

Table 4 presents the 12 open-ended questions of the test,
indicating the knowledge evaluated by each question. The
children answered qualitatively in open text boxes, and they
were scored between 0 or 1 for each question according
to a rubric. Therefore, the final score of each student was
between 0 (minimum) and 12 (maximum). These scores
were scaled to a range of 0 (minimum) to 10 (maximum),
as that is the usual scoring scale in Spain. The questions
were paired in a two-tiered test format in line with the study
by Yang [80], with the first type of questions requiring
short-answer responses and the second asking for the stu-
dent’s reason for giving the first response or asking for an
example.

The time devoted to each session was 60minutes; however,
the time devoted to each particular concept was not predeter-
mined. On the other hand, mastery learning was used [81]
given its benefits in the areas of achievement and retention of
the content [82]. Therefore, each concept was explained until
it could be linked by the children to the previous concepts.
As indicated in [67], the teaching methodology advised
teachers not to move on to new concepts until previous con-
cepts had been understood.

The teacher recognized when the students understood the
concept by performing continuous evaluations. All students
had to answer a set of questions and exercises about the con-
cepts during the sessions. It was not just the teacher talking as
in a master lecture. Furthermore, irrespective of the approach,
all students were given explanations of the concepts (drawn
on the blackboard or projected on a screen for the VEE
PrimaryCode), and later, the students were asked during the
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TABLE 4. Pre-post test questions.

sessions to complete the same sort of exercises covering the
programming concepts being taught (on paper for the control
group and on the VEE PrimaryCode for both test groups) and
answer questions formulated by the teachers. The differences
between the groups were made just to test which type of
approach was most adequate for each age group:

- Group 1 (control: blackboard) was the control group; they
only used the metaphor methodology explained on the black-
board and performed their exercises on paper (unplugged
approach).

- Group 2 (test: PC/mouse) was a test group that
used the VEE PrimaryCode with a mouse (described in
Section III.C.2). All computers displayed the VEE Prima-
ryCode on the screen when children arrived at the computer
room to prevent any setup time.

- Group 3 (test: PC/Makey Makey) was another test group
that used the VEE PrimaryCode with Makey Makey con-
nected to fruit (described in Section III.C.3). As in Group 2,
all computers displayed the VEE PrimaryCode on the screen,
and the pieces of fruit were already connected to Makey
Makey when children arrived at the computer room to prevent
any setup time.

At the end of the sessions, all the children took the posttest,
which was exactly the same as the pretest.

H. VALIDITY AND RELIABILITY
This paper adapted programming concepts used in earlier
research to be appropriate for the target students [52], [83].

Three computer science education specialists, along with
three primary teachers (one for each class group involved
in the study), together adjusted the questions to the compre-
hension levels of the targets. Their validity was evaluated
by administering them in a test to 144 students (46 fourth
graders, 53 fifth graders and 45 sixth graders). The test reli-
ability was high (Cronbach’ s α = 0.81 for fourth graders,
Cronbach’ s α = 0.883 for fifth graders and Cronbach’ s
α = 0.876 for sixth graders).
All objectives, instructional activities and evaluations were

developed by researchers (computer science specialists) and
reviewed by the primary education teachers to prevent any
possible misunderstanding of the wording of the test follow-
ing the revision of Bloom’s taxonomy [84] (focusing on the
lower levels).

Statistical calculations were performedwith the IBMSPSS
Statistics Version 25 program.

IV. RESULTS
This study focuses on the improvement, first, of the global
scores of the individuals within the levels of each factor
separately by grade and then by approach type. Second,
the improvement is focused on the programming concepts
learned, again by grade and by approach type. Subsequently,
the study attests to the improvement when these two factors
are combined.

A. WITHIN-SUBJECTS EFFECTS
The objective is to know whether the test scores improved as
a result of the approach in each grade and of each approach
type separately. It is also essential to quantify any possible
improvement.

1) RESULTS BY GRADE
To obtain additional information, some statistical parameter
calculations are performed for each grade. Table 5 shows the
means and standard deviations of the 4th, 5th and 6th grades
regardless of the type of approach used for the students (con-
trol: blackboard, test: PC/mouse or test: PC/Makey Makey).

Table 6 suggests that there is a significant improvement on
the posttest for all grades, whereas their standard deviations
show just small increases except for the 6th grade, where it
decreases slightly. Figure 4 shows box plots for the three
grades on the pre- and posttests. In each box, two values
are represented: Q1 or first quartile and Q3 or third quartile.
Therefore, each box shows 50% of the cases, and a line inside
the box represents the median score. The highest and lowest
values for each figure correspond to values that are lower
than or equal to Q3+1.5·(Q3-Q1) and greater than or equal to
Q1-1.5·(Q3-Q1), respectively.

The Shapiro-Wilk tests used for the three grades conclude
normality in all of them. Furthermore, there is no correlation
between the samples. In such cases, the t-test for independent
samples is used.

Table 6 shows a comparison between the pretest and
posttest. There are very significant differences in all the

VOLUME 8, 2020 217807



R. Hijón-Neira et al.: Effects of a VEE and Makey Makey

FIGURE 4. Box plots for the students’ grades on the pre- and posttests.

TABLE 5. Statistical parameters of the tests for all grades.

TABLE 6. t-test: Comparison between the pre- and posttests by grade.

TABLE 7. Descriptive statistics for different approach types.

grades. The obvious conclusion is that the participants
improved significantly on the test for all approaches.

Some additional information to measure the value of
the change produced in all grades is computed using the
d-statistics metric proposed by Cohen. All values for the 4th

(d = 2.2), 5th (d = 2.46), and 6th (d = 2.99) grades indicate
large effects.

2) RESULTS BY APPROACH TYPE
Table 7 shows a descriptive analysis of the means and stan-
dard deviations of the test scores for the three types of
approaches. The pretest values of the means and standard
deviations for different approach types are similar. In con-
trast, for the posttest, the mean is higher in the control:
blackboard group, but its data dispersion is greater than those
of the other groups.

FIGURE 5. Box plots for different groups on the pre- and posttests.

TABLE 8. t-test: Comparison between the pre- and posttests By learning
approach.

Figure 5 shows box plots for the three groups on the pre-
and posttests Normality can be concluded for the control
group (p > 0.05 using the Shapiro-Wilk test for the three
groups), allowing the use of the t-test for related samples
(p > 0.05 using the bivariate correlations test).
Table 8 shows significant differences between the pretest

and the posttest results with respect to each approach. Con-
sequently, it is deduced that the participants had improved
significantly in the test results using all the approachmethods.

For further data measuring the magnitudes of the differ-
ences between the three learning approaches, the effect sizes
in all groups are calculated by the method of Cohen’s d
statistic [85]. Therefore, the value d = 3.41 for the control
group indicates a huge effect. When the metaphor methodol-
ogy is displayed on the VEE PrimaryCode (interaction with
the mouse), the obtained value d = 2.46 corresponds to a
huge effect, and the same is true for the value d = 1.93 with
Makey Makey. All approaches indicate a large effects,
with the highest value reached by the control: blackboard
group.

The use of this method for learning the basics of the
programming concepts of sequences, memory, outputs and
inputs, conditions and loops, regardless of the approach type
used, resulted in a significant increase in the efficiency of
learning these concepts.

3) RESULTS BY CONCEPT
Figure 6 shows the percentage of students who passed the
pre- and posttest by course and by approach. Using Stu-
dent’s t-test for paired samples, significant improvements
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FIGURE 6. Bar chart representing the number of approved students for each approach type in the pre- and posttests, separated by
concept.

in the learning of all concepts are observed, both by grade
and by approach type.

-4th grade: the concepts with the lowest percentage of
passes for the posttest are concentrated in the inputs and
conditionals concepts, regardless of the methodology used.
The approach type that worked best depends on the concept.
Generally, for most concepts, the blackboard worked best,
followed by the PrimaryCode used with a mouse and the
PrimaryCode used with Makey Makey.

-5th grade: the concepts of sequences, outputs, memory
and loops obtained more than a 50% pass rate both for the
unplugged approach and for the PC with Makey Makey.
For the memory and conditionals concept, ‘‘PC & mouse’’
worked better than ‘‘PC & Makey Makey’’.

-6th grade: each of the three approach types generally
achieved a very large percentage of passes, although the
improvement was greatest in the unplugged approach, fol-
lowed by ‘‘PC & mouse’’. In addition, inputs and conditions
were the concepts with the lowest number of approvals,
although in both cases, they were above 50%. Sequences,
memory and loops were the concepts with the highest number
of passes for all the approach types, where in most cases
100% of students achieved grades greater than or equal to 5
(out of 10).

Now, instead of analyzing final learning effects by count-
ing the percentage of students who passed, the improvement
achieved in relation to the pretest is observed. Thus, the size
of the improvement is quantified by Cohen’s d statistic.
Table 9 shows this sizes of the improvement for all the grades
together (4th, 5th and 6th) and divided by the approach type,
thus for ‘‘Blackboard’’, ‘‘PC & Makey Makey’’ and ‘‘PC &
mouse’’, it can be said that:

-There are at least very large effects for concepts of
loops, conditionals, sequences and outputs, regardless of the
approach type used.

- The memory concept only has a very large effect when
using the ‘‘Blackboard’’ and ‘‘PC & mouse’’ approaches.

- The inputs concept only has a very large effect when using
‘‘Blackboard’’.

Table 10 shows the sizes of the improvements for all
the approach types together (‘‘Blackboard’’, ‘‘PC & Makey
Makey’’ and ‘‘PC & mouse’’), split by grade; thus, for the
4th, 5th and 6th graders, it can be said that:

-There are great improvements for all the grades for
the concepts of (in descending order) loops, conditionals,
sequences and memory.

- The output concept has very large effects only for the 6th

and 4th graders.
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TABLE 9. Cohen’s d-value for different concepts by interaction type.

TABLE 10. Cohen’s d-value for different concepts by grade.

TABLE 11. Statistical parameters of the diftest variable for grade and
approach type.

- The inputs concept, the hardest of all, only achieves very
large improvements in 6th grade.

B. EFFECTS BETWEEN SUBJECTS
Next, the objective is to determine if the grade that the stu-
dents are in, the approach type used and/or a combination
of both influence the magnitude of improvement of the test
scores, assuming that there is one.

The profile plot shown in Figure 7 is a graphical output
from Table 11. It shows how the approach used and grade
influence the mean of the diftest variable. It seems that there
is some kind of interaction, as the lines are not parallel.
Furthermore, the line for the means corresponding to 5th

grade shows more abrupt changes than the other lines due
to the approach used. A two-way ANOVA calculation can be
used to examined the effects of the approach and grade level
on the test scores:

yij= µ+αi + βj + (αβ)ij + εij

where yij is the dependent variable, computed as the differ-
ence between the post- and pretest scores (named diftest); µ
corresponds to the model mean; and αi is the main effect of
level i of the grade (i = 1, 2, 3). βj is the main effect of level
j of the approach (j = 1,2,3). (αβ)ij is the interaction effect
of treatment (i,j) from both factors, grade and approach. εij is
the random error.

First, the normality and homogeneity (the population vari-
ances are equal across all subpopulations) of the dependent
variable are satisfactorily checked. These assumptions are
necessary to ensure the effectiveness of the results.

FIGURE 7. Estimated marginal means of the diftest variable for each
grade and approach type.

TABLE 12. Two-way ANOVA with interaction.

Table 12 shows that there was a statistically significant
interaction between the effects of the approach type and grade
level on the scores (p = 0.026). The main effects analysis
in two-way ANOVA showed that the approach does indeed
influence the test score (p < 0.001) but also that there are no
differences between grades (p = 0.155).
Table 13 presents the results from deeper studies of the

simple effects, and these show the parameters used in one-
way ANOVA, split by grade. The factor is the approach used.

TABLE 13. One-way ANOVA by grade. Factor: Approach/Methodology.

The effect of the approach used is statistically significant
in 5th grade (p < 0.001). This means that the approach used
influences the results in some way. Therefore, a post hoc
analysis for 5th grade yielded more information. Tukey’s
HSD test, which compares each approach with every other
approach twice, was used.

Table 14 shows that the comparisons between ‘‘control:
blackboard’’ and ‘‘test: PC & mouse’’ and between ‘‘control:
blackboard’’ with ‘‘test: PC&MakeyMakey: are statistically
significant (p < 0.001).

1) RESULTS BY CONCEPT
Table 15 shows an informative result for a two-factor ANOVA
with interaction. An ‘‘X’’ in a given box denotes a p-value
larger than 0.05, implying that there are no differences among
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TABLE 14. Post hoc comparison: Tukey’s HSD.

TABLE 15. Summary table for a two-way ANOVA with interaction (by
concept).

the different levels of the factor studied. A check symbol in
the box denotes a p-value lower than 0.01, which implies
significant differences have been found among the levels of
the factor.

A deeper study is necessary when a significant interac-
tion is found, and future research would be to analyze the
Grade factor, which is currently fixed and studied separately.
A one-factor ANOVA is carried out, and the results show the
following:

- In 4th grade, the approach type is not very important for
learning the concepts of sequences, outputs and conditionals,
but it is more effective to use ‘‘Blackboard’’ for memory. It is
also more effective to use ‘‘Blackboard’’ and ‘‘PC & mouse’’
for loops.

-In 5th grade, all approach types work well for sequences,
but for the rest of the concepts, it is most effective to use
‘‘Blackboard’’.

-In 6th grade, all approaches work well for all the concepts
except for loops, where the use of ‘‘Blackboard’’ is most
effective.

V. DISCUSSION
In recent decades, there has been increasing interest in how
to teach programming to children. Several approaches have
been tried, as reviewed in the literature. In this experi-
ment, three approaches were under study: an unplugged
approach using only the blackboard and a computerized
approach using a VEE with or without Makey Makey.
A multigroup pretest-posttest design has been followed
to answer the research questions described in subsec-
tion A along with their practical implications, and the
threats to the validity of the experiment are explored in
subsection B.

A. ANSWERS TO RESEARCH QUESTIONS
RQ1. Do children enrolled in 4th , 5th and 6th grades
learn basic programming concepts in the same way or
are there significant differences?The results for the grade
factor are provided in Section IV.A.1. It has been recorded
how the participants improved significantly on the test for
all grades with large effects. It seems that there are no
significant differences between the grades. This invalidates
H1, as students enrolled in higher grades do not learn more
than students enrolled in lower grades, which could have
been considered the expected outcome. This has an impor-
tant practical implication, as teachers should not presuppose
that students in lower courses are not going to be able to
understand the concepts; they could try, as it is possible that
they may be able to understand them as well as students in
higher grades.

RQ2. Are students taught without a VEE or with a
VEE with a mouse or Makey Makey able to learn basic
programming concepts in the same way? Are there sig-
nificant differences?The results for the approach factor are
provided in Section IV.A.2. All approach types (with a VEE
with a mouse, with Makey Makey, or just the blackboard)
have large effects on the students’ learning. The highest
improvement is registered in the control: blackboard group.
This result invalidates H2, as students using a VEE with
Makey Makey do not necessarily learn more than students
using a VEE with a mouse or without technology. These
results could be surprising at first or even contradictory, but
they support other studies proving the benefits of unplugged
approaches for teaching programming [86], [87]. As a prac-
tical implication, it is highlighted that even in situations in
which technology cannot be used, it is possible to effectively
teach programming to children.

RQ3. Are the improvements in the test scores the same
for all grades (4th , 5th and 6th grades) and for all types
of approaches (control: blackboard, test: PC and mouse,
test: PC andMakeyMakey)? The results for the interaction
between the grade and type of approach factors are provided
in Section IV.B. The approach used influences the results in
some way. This indicates that there is an interaction between
the grade and approach factors, where only in 5th grade is
the control: blackboard approach most effective. This implies
that one cannot expect that students enrolled in higher grades
with a VEE and Makey Makey will learn more than students
enrolled in lower grades without technology, thus invalidating
H3. As a practical implication, teachers of 5th grade students
who can choose between different resources for teaching
programming to the children are advised to use an unplugged
approach to achieve highest learning gains.

RQ4. Are students able to learn some concepts bet-
ter than others depending on their grade and the type
of approach used? The results for the interaction between
the grade and approach factors by concept are provided in
Sections IV.A.3 and IV.B.1. H4 is supported by the results,
as it can be distinguished that concepts such as loops, con-
ditionals and sequences show very large effects for all the
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approach types and grades. While the memory concept only
yields a very large effect using the blackboard or ‘‘PC &
Mouse’’ regardless of the grade level, the inputs concept only
yields a very large effect using the blackboard and for the 6th

grade, and the outputs concept only yields a very large effect
for the 6th and 4th grades regardless of the approach type
used. This has practical implications for teachers of students
enrolled in the 4th, 5th, and 6th grades who want to teach those
programming concepts, as they can provide additional help
for some concepts and use the most adequate approach for
each case. For instance, to teach the memory concept, it is
recommended to use the unplugged approach or theVEEwith
a mouse.

B. THREATS TO VALIDITY
There are some threats to the validity of this study [88], [89]:

• Construction validity: The use of a computer can
present some novel effects for students, since many of
them abandon their routine and find something else that
is interesting and attractive to them. This innovation
can create enthusiasm that makes it easier a teacher to
achieve his/her goals [90].

• External validity: Given that it is difficult to have two
different treatments in the same class, the split of the
students, albeit random, was limited to keeping the stu-
dents of the same group together in their class level while
using the same approach (unplugged, a VEEwithMakey
Makey or a VEE with a mouse).

• Internal validity: Since this study is a true experimental
design, specifically a multigroup pretest-posttest design
including a control group [91], the degree of control
over the experiment is great. However, sometimes, with
human participants, it is not possible to have a very high
degree of control [92]. Furthermore, a historical threat
may be that, in the entire experiment, the same teachers
remained with the same group of students, which may
influence the grades obtained on the tests.

• Conclusion validity: Statistical conclusion validity ‘‘is
concerned with sources of random error and with the
appropriate use of statistics and statistical tests’’ [88],
so there is no perfect validity. At the moment in which
an inferential study of the data is carried out, type
1 errors (rejecting the null hypothesis incorrectly) and
type 2 errors (accepting a null hypothesis that is false)
may be present, although the study does try to minimize
them.

VI. CONCLUSION
This paper contributes to the CS education literature with
an original study relating the grade in which children are
enrolled, 4th, 5th or 6th grade, the type of educational
approach used, and the students’ gain in knowledge of basic
programming concepts when being taught in primary educa-
tion. The three types of educational approaches were as fol-
lows: Group 1- control, no technology, reproducing what was

done with a VEE PrimaryCode using unplugged approaches
with a blackboard and paper exercises; Group 2- where stu-
dents interacted with a PrimaryCode program using a mouse;
and Group 3- students interacted with a PrimaryCode pro-
gram using Makey Makey.

All types of approaches provided satisfactory results with
regard to student learning, and there were no statistically
significant differences among the three types of approaches.
The data confirmed that even when the students were prone
to work with a computer using the tangible interface Makey
Makey, the approach used did not necessarily result in better
results on their tests.

The interaction between the grade and approach factors is
statistically significant. Depending on the grade, it is most
advisable to use different types of approaches. Only for fifth
graders did the use of the blackboard result in a statistically
significant improvement over the other types of approaches.

Regarding the grades, approaches and concepts, it can be
concluded that any of the approaches can be used for concepts
such as loops, conditionals, sequences and outputs, which
always show very large effects. For the memory concept, both
a blackboard and a PC&mouse have very large effects. How-
ever, for the inputs concept, a very large effect is obtained
only when using the blackboard. Moreover, the concepts of
loops, conditionals, sequences and memory resulted in very
large effects in all grades. The outputs concept only results in
a large effect for 5th graders. The inputs concept only results
in a very large effect for 6th graders.

Future work will include studying the motivations or emo-
tions of working with tangible interfaces such as Makey
Makey. Other areas of research include the use of additional
factors, such as gender, type of school, or student and teacher
motivation with regard to adopting one type of approach
or another. Additionally, the use of different times slots or
different interaction types for adjusting to new programs or
the use of tangible interfaces that can emotionally affect stu-
dent concentrationwill be considered.Moreover, studying the
effects of additional programming concepts, testing students
enrolled in more grades in primary education, and covering
higher levels of Bloom’s taxonomywill be examined to deter-
mine the relationships between all these factors.
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