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Abstract. This work describes an educational tool, named TextOO, to assist in
the application of object-oriented concepts to design. Depending on the nature
and difficulty of the problem, it supports the application, analysis or design
level of Bloom’s taxonomy. TextOO is based on the use of natural language
specifications, that we call “enunciates”. It allows students to select parts of an
enunciate and to associate them to program elements (classes, objects, mes-
sages, etc.). It supports class, object and sequence diagrams. Assessment is also
supported, giving feedback to students about their good and bad choices. We
evaluated TextOO with our students, yielding good results in two issues: they
performed better in simple modelling exercises and they considered the tool
useful and easy to use.

1 Introduction

The object-oriented programming (OOP) paradigm has become the most important
for software development. It is dominant in computing companies, and also in com-
puter science education. Computer science faculty needs new pedagogic approaches
to teach OOP effectively. It is a challenging problem which can be faced from many
different points of view. There is not even consensus about whether OOP must be
taught in the first years or it is better to teach it after structured programming is well
known.

We consider that it is necessary the use of a pedagogic framework to measure the
degree of learning achieved by students or, at least, to estimate it. We have adopted
Bloom’s taxonomy [1], which is based on six levels of knowledge (knowledge, com-
prehension, application, analysis, synthesis and evaluation). Applying the taxonomy
to programming is not trivial [5], but it provides a general framework.

We have developed several tools to assist in OOP teaching at different levels. A
first application was intended to assist in learning inheritance at the knowledge and
comprehension levels; its definition and evaluation can be consulted elsewhere [4].



Other applications have just been developed to assist in understanding object crea-
tion; they are inspired in the “problettes” of Amruth Kumar (e.g. [7]).

Achieving higher levels on OOP in Bloom’s taxonomy is difficult if we confine
ourselves to simple problems on implementation details. Thus, we studied the possi-
bility of moving to a complementary approach, i.e. modelling. Based on this new
approach, we have developed the educational tool TextOO. It intends to assist stu-
dents in OO modelling, as well as in assessing their models.

The structure of the paper is as follows. The second section describes different as-
pects of TextOO: interaction, pedagogical goals, correcting features, and several
technical issues and availability. The third section describes our experience with the
tool, including an experimental evaluation performed with our students. Finally, sec-
tions 4 and 5 report on related works, our conclusions and future work.

2 TextOO

TextOO is a tool designed to assist in OO modelling. The student is given a specifica-
tion and he/she must model an OO design to represent the specified problem. We
assume that the student knows basic OO concepts (encapsulation, inheritance, etc.).

Traditionally, designs are crafted very informally, without making explicit the rela-
tionship of its elements to the specification elements. We adopt the opposite ap-
proach, consisting in making explicit such relationship. Specifications (and explana-
tions) of the teacher are given in natural language. In the rest of the paper, we use the
term “enunciates” to refer to specifications in natural language.

TextOO delivers a static OO design. It can be used as documentation but it neither
can be translated into Java nor executed.

2.1 Interaction with TextOO

The tool supports two different roles. From the teacher’s view, the tool gives the
possibility of editing his/her own enunciates and diagrams. The latter can be enriched
with comments annotated in its different graphical elements.

From the student’s view, the tool provides him/her with a written enunciate of a
problem and he/she must model it with OOP. The student must select all the words in
the enunciate relevant to him/her, and link them to graphical representations of OO
concepts in a UML diagram. If necessary, new graphical elements can be created.
Each student association is explicitly displayed. UML syntax is forced by means of a
constraint user interaction.

Figure 1 shows a snapshot of TextOO. Notice that the window is split into two
parts. In the upper part, an enunciate is shown, as well as general menu options. In the
lower part, three different views can be selected: class diagrams, object diagrams and
sequence diagrams. In this example, the words “figures” and “pictures” are in the first
line of the enunciate. The class diagram also contains at the top classes “Figure” and
“Picture” because the student created and associated them to their first occurrences in
the enunciate.



These views correspond to three groups of concepts in a typical enunciate:
- Concepts associated to classes. They describe the static part of the problem.
- Concepts associated to objects. They describe the static part of an example.
- Concepts associated to execution. They describe the dynamic part of an example.

The selection of one view leads to a different UML diagram, with a different set of
buttons for visual edition:

- Class diagram. The user may select class, attribute, method or relationship (in-
heritance, association or composition) (see Figure 1).

- Object diagram. The user may select object, attribute value or relationship.

- Sequence diagram. The user may select object or message.

The procedure to create a new graphical element is simple: the user selects a term
in the enunciate and then presses a button; a dialog is opened for additional informa-
tion, e.g. the class where a method will be integrated. Code-specific information re-
quested in these dialogs is then displayed using UML syntax. Terms selected in the
enunciate are highlighted in different colors: classes in red, methods in green, proper-
ties in blue, objects in pink, and property values in light green.

We want to notice that class and object relationships and messages often require a
different treatment. Typically, they do not appear at the enunciate, so they are created
in their corresponding view without being requested any reference to the enunciate.

User interaction is enriched with a number of mouse operations performed over the
graphical elements of each view. They allow deleting and modifying graphical ele-
ments, as well as performing other graphical operations such as grouping.

TextOO allows drawing UML diagrams without using enunciates. This feature is
necessary to create graphical elements not present in the enunciate. It also is a com-
plementary facility that allows using TextOO as a visual editor.
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Fig. 1. Class diagram view of Textoo
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Fig. 2. Sequence diagram view of Textoo

2.2 Pedagogical Goals

TextOO was designed for simple modelling tasks in courses on object-oriented pro-
gramming and, to a lesser extent, on software engineering. The student know, under-
stand and apply OOP basic concepts to design, and well as being able to distinguish
the static part of an OO program (class, properties and methods) and its dynamic part
(objects, states and messages).

In terms of Bloom’s taxonomy, TextOO assumes that students know and under-
stand OOP basic concepts. In addition, TextOO intends to assist in the application,
analysis and synthesis levels. Analysis is supported, given that students may add,
delete and modify elements in a design, decomposing it in different ways and experi-
menting with alternatives. The application level is supported for simple problems,
where it is easy to translate the enunciate to a design. For more complex enunciates,
the student has to make personal choices, as corresponds to the synthesis level.

2.3 Evaluation of OO Designs

The student may consult at any moment the teacher’s solution. The solution cannot be
modified and may include comments distributed over the graphical elements of the
three views, available by means of context menus.

When the student considers that his/her work is finished, he/she may validate
his/her proposal. TextOO provides a rigid assessing component which proceeds vali-
dating the solution in three phases:



- Enunciate. It checks whether the terms selected by the student and the teacher
match, both in position and type.

- Elements. It checks whether the graphical elements defined by the student and
the teacher match. Elements considered include classes, attributes and methods
(in the class diagram), objects and attribute values (in the object diagram), and
sequence objects (in the sequence diagram). It checks their element type and the
element they belong to (in the case of attributes, methods and attribute values).

- Relations. It checks whether the relations defined by the student and the teacher
match. Relations considered include class and object relations, as well as mes-
sages. It is checked their source and target element, name and type.

TextOO gives a report in tabular format to students, differentiating the three
phases. For each phase, three results are given: good choices (when the student and
the teacher decision match), differences (when they do not match), and omissions
(when the teacher makes decisions that the student does not). For each result and
phase, the student may require more detail. A button allows him/her examining a
table of differences.

2. 4. Technical Issues and Availability

TextOO was developed using the Java language. User interaction is performed using
the JSD API (http://vido.escet.urjc.es/JSD). Enunciates and diagram information are
stored as XML files using XML-Schemes we developed.

TextOO has been published as open source software under GPL licence, and it is
available at the following web site: http://vido.escet.urjc.es/textoo. There are two
invited passwords: ‘p’ for teachers (for the Spanish word “profesor”), and ‘a’ for
students (for the Spanish word “alumno”, student). (If there is interest enough from
other universities, we will consider translating the user interface into English.)

3 Experience and Evaluation

We have performed a preliminary evaluation of the tool in the course “Software En-
gineering I”, offered in the fourth year of the major in Computer Science offered by
our university. The subjects were students of two groups. A previous test on simple
concepts of software engineering was carried out in order to check the randomness of
both groups.

Afterwards, a classical statement of object-oriented modelling (describing a geo-
metrical problem) was given. Students had to model it using class, object and se-
quence diagrams. Students in the control group solved the problem either using Ra-
tional (13 students) or without any computer tool (15 students). Students in the ex-
perimental group solved the problem using TextOO (7 students).

Table 1 shows the scores obtained in the post-test. Values range between 0 (mini-
mum value) and 3 (maximum value). Each cell contains the corresponding number of



answers. The average score for the group using no tool is 2; for the group using Ra-
tional Rose, 1.77, and for the group using TextOO, 2.21. Consequently, students
using TextOO outperformed students in the control group. We then applied the inde-
pendent-samples T test by grouping data in three different ways (TextOO vs. no Tex-
tOO0, TextOO vs. Racional Rose, and TextOO vs. no tool). Unfortunately, the analy-
sis reveals that results are not statistically relevant.

Table 1. Scores of the post-test

Score No tool Rational TextOO
0 1 0 0
0.5 0 2 0
1 0 0 0
1.5 3 5 1
2 6 1 3
2.5 3 5 2
3 2 0 1

Finally, students who used TextOO filled a questionnaire about its usefulness and
usability. Table 2 contain the questions and the answers in a scale ranging between 1
(very bad) to 5 (very good).

Table 2. The questionnaire

Question Average | Standard deviation

Q1 The tool is easy to use 3.71 0.49
Q2 Having available the statement on screen while I 4.29 0.76

modelled the problem was useful
Q3 Interacting with the enunciate is useful 3.71 0.95
Q4 The corrector is useful 4.00 0.82
Q5 In general, I think that the tool may contribute to 3.86 0.69

better understanding modeling concepts

In general, the students’ reaction was very positive. In particular, we want to re-
mark the results in question 2, given that it is one of the key elements of the design of
our application.

4 Related Work

We analyzed different tools somehow related to our approach. In the first place, we
found several related educational programming environments. Some environments
also provide visual design (e.g. BlueJ [11] or FUJABA Life [9]). TextOO also works
with design diagrams, but it does not generate code from diagrams. However, it offers
some implementation facilities, like assisting in property and method syntax.

Other programming environments visualize code execution (e.g. Jeliot 2003 [8] or
JGrasp [2]). TextOO is a modelling tool, so it provides visualizations of the design,
not of the code. With respect to execution, TextOO statically visualizes case execu-
tion based on the examples information provided in the enunciate.




A second group of related tools are professional software engineering tools. A first
difficulty using these tools lies in their difficulty of use. They also support the rela-
tionship between design and implementation, connecting the changes produced in
both views. However, they lack facilities to make learning explicit. For instance,
Visual-Paradigm [12] has a textual analysis functionality that allows direct interaction
with enunciates. However, it does not consider relationships among the different
components of enunciates. Other well known tools (e.g. IBM Rational Rose) also lack
this support.

Some educational software engineering tools have also been developed to assist
students in the use of other methodologies. An example is ECoDe, a tool that sup-
ports the use of CRC cards [3].

5. Conclusions and Future Work

We have described TextOO, an educational tool to assist students in the application
of basic object-oriented concepts to object-oriented modelling. The tool is useful for
OOP courses and, to a lesser extent, on software engineering. It uses natural language
specifications to guide design. Support is given to class, object and sequence dia-
grams. TextOO also provides automatic assessment of students’ design by comparing
their designs and design-enunciate relationships to the solution provided by the
teacher.

Depending on the nature and difficulty of the problem, the student is placed on the
application, analysis or design level of Bloom’s taxonomy. We evaluated TextOO
with our students, yielding good but no statistically relevant results. The students also
answered a questionnaire about its usefulness, yielding a general feeling of usefulness
of the tool.

These results must be considered with care, because the evaluation was not per-
formed over the most adequate group of students. We believe that the tool can be
useful for software engineering students, but it is mainly designed for novice object-
oriented programming students. We intend to evaluate TextOO with OOP students as
soon as the scholar schedule allows us.

We are working on several improvements. Firstly, teachers in design courses at our
university plan to apply TextOO to a collection of solved problems in order to obtain
further feedback on strengths and drawbacks of the tool. In particular, we want feed-
back on the limitations of the tool for problems with a large enunciate.

Secondly, we want to add extra functionalities to the tool. We consider very useful
to include more OOP elements (both at the design and implementation levels), as well
as generating code.

Finally, we want to make more flexible the assessment facility. The assessment
mechanism can be improved in three directions: considering syntax and semantics of
enunciates, extending the display of the teacher’s solutions (adding interactivity to the
tool), and giving more flexibility to the corrector (read e.g., [6][10]).
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