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Abstract: First-year computer science (CS1) university students traditionally have difficulties under-
standing how to program. This paper describes research introducing CS1 students to programming
concepts using a Scratch programming language guided visual execution environment (VEE). The
concepts addressed are those from an introductory programming course (sequences, variables, op-
erators, conditionals, loops, and events and parallelism). The VEE guides novice students through
programming concepts, explaining and guiding interactive exercises executed in Scratch by using
metaphors and serious games. The objective of this study is, firstly, to investigate if a cohort of
124 CS1 students, from three distinct groups, studying at the same university, are able to improve
their programming skills guided by the VEE. Secondly, is the improvement different for various
programming concepts? All the CS1 students were taught the module by the same tutor in four
2-h sessions (8 h), and a qualitative research approach was adopted. The results show students
significantly improved their programming knowledge, and this improvement is significant for all
the programming concepts, although greater for certain concepts such as operators, conditionals,
and loops than others. It also shows that students lacked initial knowledge of events and paral-
lelism, though most had used Scratch during their high school years. The sequence concept was
the most popular concept known to them. A collateral finding in this study is how the students’
previous knowledge and learning gaps affected grades they required to access and begin study at the
university level.

Keywords: programming; visual execution environment; CS1; metaphors

1. Introduction

Computer programming education is key to the acquisition of 21st-century skills
such as creativity, critical thinking, problem solving, communication and collaboration,
social–intercultural skills, productivity, leadership, and responsibility [1]. Studies in many
countries report using Scratch or games [2–4]. That being so, it is still unclear the best
order in which to introduce programming concepts to CS1 students. There are difficulties
teaching basic concepts such as program construction [5], loops [6], control structures, and
algorithms [7]. Difficulties may arise from poor or even a lack of a proper teaching method-
ology [8,9], and teachers need some guidance to approach this task efficiently [10,11].

Papert argued that a child able to program a computer would be able to gain an
actionable understanding of probabilistic behavior, as, through such activity, they would
be connected with empowering knowledge about the way things work [12]. His view
was that programming was a way to connect the programmer with cognitive science,
in that programming enables one to articulate ideas explicitly and formally and to see
whether the idea works or not. Papert encouraged one to ‘look at programming as a
source of descriptive devices’ [12], predicting that, ‘in a computer-rich world, computer
languages that simultaneously provide a means of control over the computer and offer
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new and powerful descriptive languages for thinking will . . . have a particular effect on
our language for describing ourselves and our learning’ (p. 98). Affected by the learning
procedure, instructional materials, and technology used, along with metacognitive factors,
there are many variables involved in learning to code. Others emphasized that well-
designed lessons with interesting activities become meaningful only when they affect the
students in the process [13]. It was also asserted that innovations in the methods of teaching
and the use of teaching aids may improve students’ feeling of success [14] and may help
them develop confidence, which correlates with the practices and theories of Piaget and
Vygotsky and the adoption of constructivism in teaching [15–19].

Many approaches have been implemented to help students learn programming for the
first time, for example with different devices such as using mobile devices [20] or different
methodologies such as pair programming [21]. Students have traditionally encountered
difficulties and misconceptions on the concepts learned [22]. Along with the learning
of programming, researchers and educators in higher education aim to improve student
computational thinking (CT) skills using appropriate interventions [23] and approaches
using games for teaching and learning, CT principles, and concepts [24].

In response to this proposition, the contribution of this paper is a rigorous study aimed
at determining a satisfactory way to introduce basic programming concepts and CT at the
CS1 level and inquire how this affects students’ learning gains. This paper evaluates a
Guided Scratch Visual Executing Environment developed for CS1 students as a method to
teach, develop, practice, and learn computer programming. To address this, there are two
research questions.

1. Can programming concepts be improved with a Visual Execution Environment for
this cohort for CS1 students?

2. Which of the programming concepts tend to be more easily understood, and which
are more difficult?

The concepts addressed here are those in a traditional ‘Introduction to Programming’
course such as: sequences, flowcharts, variables and types of data, operators, conditionals,
loops, events, and parallelism.

This research proposal investigates if a cohort of 124 CS1 students, from three distinct
groups, studying at the same university, are able to improve their programming skills
guided by the VEE. Secondly, it investigates if the improvement varies for different pro-
gramming concepts. The CS1 students were taught the module by the same tutor, and the
procedure included a review of material in an interactive way using the Guided Scratch
VEE, where there was an explanation of the concepts with prepared ad-hoc exercises based
on metaphors for each concept and practice with proposed exercises in Scratch. This was
conducted in four 2-h sessions (8 h). There was a pre- and post-test evaluation to measure
the gains in students’ learning. The same test was used for the pre-test and the post-test,
consisting of 27 short-answer questions covering the programming concepts addressed.
The results demonstrate students significantly improved their programming knowledge,
and this improvement is significant for all the programming concepts, although greater
for certain concepts such as operators, conditionals, and loops. Results also demonstrate
that students lacked initial knowledge of events and parallelism, although most had used
Scratch in high school. The sequence concept was the most popular. A collateral finding
with the study is how the students’ previous knowledge and learning gap affected the
grades with which they gain access to study at university.

2. Theoretical Framework
2.1. Learning Programming

It has been argued that programming is simply a very difficult subject or skill, and
therefore, it is unsurprising that students find it challenging [25]. Others have investigated
the factors that indicate students’ ability to learn programming, demonstrating mathemat-
ical ability, processing capacity, analogical reasoning, conditional reasoning, procedural
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thinking, and temporal reasoning [26]. Therefore, a competent programmer must master
multiple skills.

Brooks [27] states, “I believe the hard part of building software to be the specification,
design and testing of this conceptual construct, not the labor of representing it and testing
the fidelity of the representation. We still make syntax errors, to be sure; but they are fuzz
compared to the conceptual errors in most systems. If this is true, building software will
always be hard.” (p. 182). First-year computing students (CS1), in their first semester of
learning how to program, are likely to encounter many of the challenges Brooks highlights.
Apart from understanding the algorithm design process and algorithm creation, novice
programmers are required to master abstract conceptualization, the programming language,
and the environment in which they will be working.

Many CS1 students are introduced to the simplest of computer programs, where only
the basic concepts of the main function and system output are presented, such as ‘hello
world’. Additional components are included over the course of the term, and by the end,
students have gradually been introduced to the complete language. Students are expected
to practice the use of the programming concepts by undertaking various exercises, until
they have demonstrated an ability to author programs given specifications [28].

The process of transforming system design specifications into working program code
is sequential, involving five particular components: specification, algorithm, design, code,
and test. The specification (normally written in plain language) draws the students to
an understanding of the problem domain and devises an appropriate algorithm, often
ensuring the specification is re-written in a precise manner that is close to implementation.
Drawing heavily on abstraction, the algorithm is translated into programming concepts
through design and subsequently into actual code. Given a correct design, this stage should
not be challenging and is determined by the programming language. The final stage is that
of testing, which leads to the implementation of the program. This sequence is the most
appropriate in developing an efficient computer program; however, students often leap
into the final ‘code’ section before any specification or design takes place. Many novice
programmers tend to concentrate on syntax [29], as, often, such approaches are reinforced
in the manner the topic is presented in both lectures and books.

Programming draws on many skills such as problem solving, abstraction, mathematics
logic, procedural, testing, debugging, and professional development [26], and these skills
cannot be applied in isolation. They are applied in the context of a particular problem
or problem area. In an educational environment, the degree program a student is follow-
ing will often determine the amount of programming conducted, the language, and the
environment.

2.2. Complementary Approaches for Teaching Programming and CT

Many approaches have been identified to help students trying to master computer
programming when they are first introduced to it, such as by using an adaptive virtual
reality platform [30], as well as through solving problems in artificial intelligence [31],
simulation games [32], serious games [33,34], using robots [35], or comparisons between
block or text programming [36,37]. In this vane, other important contributions have been
highlighted for helping to teach CT to students using robotics [38] or adaptive scaffolding
for learner modeling [39]. Another approach includes hands-on projects using R with
application to mathematics [40], such as the Lab Rotation Approach [41]. On the other
hand, methods that try to help teachers improve their CT [42,43] include storytelling [44]
or, as previously, using robotics [45,46].

2.3. The Visual Execution Environment

The Scratch Visual Execution Environment (VEE) proposed in this paper utilizes
pre-established Scratch programs, which include the theory and practice corresponding
to each of the proposed lessons. It is a web application that can be accessed from any
device apart from a PC (smartphones, tablets, etc.). Such block-based coding environments
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prevent syntax errors while ensuring concepts and practices foundational to programming
are uncovered. These environments are comfortable for novices at programming and help
develop their computational problem-solving skills, which can be used to generate a wide
spectrum of problems from easy to difficult.

Structuralist theory considers that a game establishes the way of seeing the world and
thinking of the participant. The absence of this ‘learn to think’ prevents further learning
from having depth (they are not reflexive), and therefore, it does not activate the emotional
part that enables long-term learning [47]. On the other hand, the Fogg model [48], designed
to change human behavior, establishes that three elements are necessary to modify human
behavior: the motivation (individuals feel inclined to perform an action for pleasure, fear,
recognition, rewards, etc.); the skill (the level of difficulty perceived by the person to
perform the action), and the trigger (the agent that triggers the behavior). This game
facilitates a dynamic in which these three components converge simultaneously, an optimal
method for teaching–learning dynamics of new concepts, which, in our case, comprises
concepts related to programming for the CS1 cohort.

The VEE draws on the TPACK model by Mishra and Koehler [49] in integrating the
necessary knowledge and the development of a useful tool to transmit the programming
concepts [50]. TPACK defines the area in which technology is consistently integrated
into teaching, and the transfer of knowledge to the student is enhanced. This area is the
intersection of three fields of knowledge: Content Knowledge (programming concepts),
Pedagogical Knowledge (demonstration and serious game integration), and, thirdly, Tech-
nological Knowledge (coding with Scratch and the development of web pages). At the
intersection of the three domains is TPACK, as demonstrated in Figure 1.
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3. Research Method

The didactic research approach in computing education, adopted in this study, was
developed based on the principles of research-based learning to cultivate the students’ skills
in developing CS skills. The quasi-experimental procedure with pre- and post-test was
followed. For the pre- and post-tests, the same evaluation tests were used for programming
and computational thinking. Each test was completed individually by each student in their
‘Introduction to Programming’ class.
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3.1. Pedagogical Approach

The seven computational concepts proposed by Brennan and Resnick [50], which
were developed in differentiated applications, allow coherent sequencing without mixing
concepts. An eighth theme was included: the concept of computational thinking detailed.
The TPACK Scratch Visual Execution Environment has pre-established programs, which
include the theory and practice corresponding to each of the proposed lessons. This sepa-
ration allows the teacher to use different sequencing from the one proposed, if necessary.
Since some concepts are supported by prior learning, it is necessary, e.g., to explain the
operation of conditionals, it is necessary to previously understand logical operators. The
order of topics proposed is presented in Table 1.

Table 1. Proposal for sequencing topics in the Guided Scratch VEE.

Lesson Number Topic

Lesson 1. Sequences

Lesson 2. Variables

Lesson 3. Operators

Lesson 4. Conditionals

Lesson 5. Loops

Lesson 6. Events

Lesson 7. Parallelism

Lesson 8. Computational Thinking

Use of Visual Metaphors

The use of metaphors for educational purposes dates back to ancient times (e.g.,
Plato’s Dialogues), where a known concept is transferred from one object to another,
to provide a new notion or intuition [52]. In this work, attempts have been made to
make metaphors evident, and, where possible, graphic representations have been used to
facilitate assimilation. Below is a list of the main metaphors used (Table 2).

Table 2. Metaphors of programming concepts in the Guided Scratch VEE.

Concept Metaphor

Sequence Cooking recipe
Variable Container with label

Conditional Detour on the road
Loop How a clock works
Event Traffic light operation

Synchronization Set the same time on two watches
Computational thinking NIM game

In the case of the ‘Operator’ concept, it has not been considered necessary to evoke a
metaphor, since the notion of a mathematical operator is widely extended. The metaphor
associated with computational thinking is the NIM game, a game that had its origin in
China, although its first reference was in Europe in the sixteenth century. The current name
was coined by Bouton of Harvard University, who developed the full game theory—a
mathematical game in which the player who starts the game always wins if they know the
rule to find the solution of each movement: exclusive disjunction by digits in binary [53].

The topics developed are closely related to the computational concepts implicit in
Scratch as a programming initiation language [28]. Therefore, the first seven themes are
valid tools for learning programming. The last topic includes the notion of computational
thinking as an exercise of recapitulation and reinforcement of the previous points. Compu-
tational thinking is a complex competence that is related to the mental schemes of human
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beings, which allows the development of ideas and links abstraction (ideas–concepts) with
pragmatism (action). It is not synonymous with programming, since it requires different
degrees of abstraction and does not depend on computer equipment (unplugged). How-
ever, the use of computer equipment allows us to undertake tasks that without them would
be unapproachable [54].

In the development of each topic, it was considered that the best way for the assim-
ilation of the concept to be treated was to first provide an exhibition and then carry out
several exercises or practice sessions on the concept. To highlight this separation, a visual
key was used as a resource. The exhibition part has a classic slate background, and the
practical part has a grid notebook background (Figure 2). In the practical element, the
combined interaction with the treated concept permits instant feedback, allowing both the
assimilation and the accommodation of the new concepts (Figure 3).
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3.2. Research Participants

The research participants are three cohorts of CS1 university students, totaling 124,
studying the same Video Games Design and Development undergraduate degree program
divided into two campuses in the Madrid city catchment area. All were enrolled in an
‘Introduction to Programming’ module in the first semester of their degree. The research
was carried out at a public university in Madrid with two differentiated campuses: one
located in the city center and the other in a nearby town.
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The breakdown of the 124 university students was 28 students (22.6%) from the double
degree with computers (G1) from the Mostoles campus (nearby town to Madrid city),
41 students (33.1%) from the single degree in the Madrid campus (G2), and 55 students
(44.4%) from the single degree in the Móstoles campus (G3). Student ages ranged from
17 to 18 years. The CS1 students were taught the module by the same tutor who had a
computer science Ph.D. and more than 18 years’ experience in teaching this particular
programming module. The classroom assistants also had a computer science Ph.D. and
teaching experience, and they assisted all three groups.

The ‘Introduction to Programming’ module was taught in the same manner as the
three classes, avoiding object-oriented programming, as that was not the purpose of this
course. The work in class during the first two weeks of the course was a brief introduction
to programming, a text-oriented programming language, where the participants were
introduced to the basic concepts of sequences, variables, and expressions. In the third
week of teaching, visual programming with Scratch was added for a short period of time,
as required by the degree syllabus. The procedure included a review of material in an
interactive way using the Guided Scratch VEE, where there was an explanation of the
concepts with prepared ad-hoc exercises based on metaphors for each concept and practice
with proposed exercises on Scratch. The research study was conducted in four 2-h sessions
(8 h). The evaluation used for the pre-test and post-test was the same: 27 short-answer
questions covering the programming concepts addressed in Table 1. The scoring rubric
graded each question differently based on the complexity and completeness of the concepts,
ranging from either from 0 to 1 or from 0 to 2.

4. Findings and Discussion

In presenting the outcomes of the research, we will first present results from the cohort
in its entirety, the 124 students in total. The second approach was a subdivision of the
first, subdivided into the two campus locations, Ferraz and Mostoles, and degree type, just
one degree (Design and Development of Video Games at Ferraz and Mostoles) or two at
the one time (dual Design and Development of Video Games and a degree in Computer
Science). Each cluster was based on the degree level and the campus location of the student.
Students were enrolled in the degree of Design and Development of Video Games or on a
dual degree studying Design and Development of Video Games and Computer Science.

Students belonged to the campus in the city center (Ferraz) or to the Mostoles campus.
A handful of learners with remarkable final marks in the high-school stage registered for
the dual degree in the Mostoles campus. In Table 3, the frequency table is documented.

Table 3. Frequency table to second approach.

Campus Frequency Percent

Dual 28 22.6%
Ferraz 41 33.1%

Mostoles 55 44.4%
Total 124 100%

4.1. Phase One Results: All Students

In presenting the results of the research, we will first present results from the cohort in
its entirety, the 124 students in total. Due to the number of samples in the dataset, N = 124,
a Kolmogorov–Smirnov test was carried out assessing the distribution of both datasets
using the total score accomplished, which was 0–16 points. As shown in Table 4, both test
variables, pre and post, were normal distributions. All tests were conducted using an alpha
level of 0.05. Consequently, parametric tests could be used to assess the difference between
the scores achieved before and after using the Guided Scratch VEE.
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Table 4. One-sample table: Kolmogorov–Smirnov test to pre- and post datasets.

Pre-Test Post-Test

N 124 124
Kolmogorov–Smirnov Z 0.937 0.794

p-value (95% significance) 0.344 0.553

A paired-sample t-test was used to contrast the score obtained before and after using
the application. In Table 5, the relevant scores about the Student’s t-test are shown. The
outcomes indicated an extremely statistically significant difference before using the app,
µpre = 2.98 and σpre = 1.73, compared to after using the app, µpost = 9.42 and σpost = 2.48,
with Student’s t-test = −30.303 and p-value = 0.1 × 10−13.

Table 5. Paired samples statistics: outcomes of the Student’s t-test for all students.

Mean N Std. Deviation Std. Error Mean

Pair 1, Pre-test 2.9778 124 1.72629 0.15503
Pair 1, Post-test 9.4238 124 2.47579 0.22233

Paired Differences

95% Confidence Interval
of the Difference

Mean Std.
Dev.

Std. Error
Mean Lower Upper t df Sig

(2-tailed)

Pair 1
Pre-test,
Post-test

−6.44 2.36 0.212 −6.86 −6.02 −30.3 123 0.0

Figure 4 illustrates the graphical comparison between scores achieved before and after,
and Table 6 shows the descriptive statistics. It seems that there was a significant difference
in respect of the two distributions. The median of the left boxplot, pre-test, was equal to
three. Therefore, 50% of learners did not reach a score greater than three out of sixteen total
scores. A group corresponding to the fourth quartile (75%) of all students achieved a score
greater than four, but the maximum score obtained was 8.25 out of 16 points.
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On the other hand, the first quartile showed that a group of students reached a score
of fewer than 2 points out of 16. Thus, the pre-test scores seem to indicate that students did
not have enough programming knowledge. According to the second boxplot, post-test,



Information 2021, 12, 378 9 of 15

the outcomes achieved improved remarkably, with a median of 9.47 points. The variation
between pre- and post-tests was 6.47 points. The first and last quartiles were bigger than
the second and third. The maximum score attained was 14.50 out of 16 points, and the last
quartile improved until 11.20 points. Therefore, 25% of students achieved a score equal
to or greater than 11.20 points. On the contrary, the lowest score was 3.5 points out of
16 points, and the first quartile was 7.71.

Table 6. Descriptive statistics of results of students.

Percentiles

N Mean Std. Dev. Min Max 25th 50th 75th

Pre-test 124 2.9778 1.726 0.0 8.25 1.5000 3.0000 4.2375
Post-test 124 9.4238 2.475 3.50 14.5 7.7125 9.4750 11.200

4.2. Phase Two Results: All Students and Their Understanding of Programming Concepts

Once a significant difference was observed between pre- and post-tests using the
application in absolute terms, the next step was to determine which concepts demonstrated
a change in learning, in other words, which had a remarkable improvement before and
after using the Guide Scratch VEE. It was therefore necessary to review which concepts
were more difficult to understand for the students.

To carry out this second part, the first thirteen answers of the rubric or test were
considered. All questions were clustered into eight groups such as sequences, data flow,
variables and types, operators, conditions, loops, events, and parallelism. The total score in
this approach was 13 points. Additionally, the reliability of the items in the survey was
very high. Cronbach’s alpha was carried out, obtaining a value equal to 0.887, in other
words, 89% of the variance in the scores was reliable, as shown in Table 7.

Table 7. Reliability statistics for the eight items in the survey.

Cronbach’s Alpha Cronbach’s Alpha Based on Standardized Items N of Items

0.887 0.900 8

According to the number of samples, N = 124, the one-sample Kolmogorov–Smirnov
test was carried out for each programming concept and kind of test (pre and post). In
all cases, p-values obtained were less than the level of significance (0.05). This seems to
indicate that data were not from a normally distributed population. Thus, a non-parametric
Wilcoxon signed-rank (pair sample) test was conducted to assess the improvement before
and after using the app. The outcomes revealed that there was a statically significant
variation between the score obtained before and after, as shown in Table 8. In all tests, the
null hypothesis was rejected. Hence, this shows that distributions were different.

Table 8. Signed-rank test for the complete population and grouped by programming concepts.

Wilcoxon Signed-Rank Test W Level of Significance

Sequences −5.996 0.000
Flow Chart −9.240 0.000

Variables and Types −9.451 0.000
Operations −8.811 0.000

Conditionals −7.836 0.000
Loops −8.255 0.000
Events −9.205 0.000

Parallelism −9.072 0.000

In Figure 5, the graphical difference between pre- and post-distributions with respect
to programming concepts is shown. The pre-test of the sequence concept indicated that
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just 25% of students achieved the maximum score in this answer. However, in the post-test,
more than 50% of learners obtained the maximum score (1 point). The following two
concepts (flow charts variables and types of data) were an extreme case of study because,
in the pre-test, more than 75% of learners did not reach a score greater than 0.75 out of
2 points. On the other hand, the post-test showed a remarkable improvement because
more than 50% achieved at least 1.5 points out of 2 points. The operators’ concept was
the first programming concept with a notable number of outliers. Although the scores
obtained in the post-test were better than the previous one, it had low scores. The fifth
concept, conditionals, had a participant who achieved the maximum score in the pre-test.
However, only 25% of students achieved a score greater than 0.75. The outcomes of the
post-test showed an important advance in the scores accomplished. The following concept,
loops, was another case of success of using the VEE because just 25% of learners did not
obtain at least a score greater than one point. Finally, the last two programming concepts
(events and parallelism), indicated that participants lacked pieces of knowledge about
these topics. Only a handful of students obtained a score distinct to zero at the pre-test, but
the improvement after the evaluation was also remarkable.
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Therefore, before using the Guided Scratch VEE, students lacked knowledge about
flow charts, variables, and data types, and after using the VEE, they greatly improved. In a
similar vein, learning related to operators, conditional, and loops also improved, but their
initial knowledge was also higher. However, in the case of events and parallelism, students
did not have significant prior knowledge in the pre-test, and after using the VEE, they very
much improved their knowledge.

4.3. Phase Three Results: Student Group and Understanding of Programming Concepts

Due to the fact that the dataset was divided into three groups (Ferraz, Mostoles, and
Dual), it was necessary to overhaul the normal distributions of three sub-datasets. Ferraz
and Dual had less than 50 samples in their respective corpus. Thus, the Shapiro–Wilk
test of normality was carried out with the same p-value that in the previous section, in
other words, a p-value less than 0.05. Moreover, the same situation was with the last
group, Mostoles, but in this case, the number of samples was 55. Therefore, the one-sample
Kolmogorov–Smirnov test was performed with the same output. It can also be noticed,
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a non-parametric Wilcoxon signed-rank (pair sample) test was accomplished to evaluate
the enhancement before and after employing the app for the three clusters. The results
presented that there was a statically relevant variation between both distributions for all
programming concepts, except to the first (sequences) of the Dual group, as shown in
Table 9. The level of significance was greater than 0.05, but there was very little difference
(p-value = 0.054). This fact could be produced because of the separate groups. The group of
learners in the Dual group achieved better marks in their high-school stage than the others,
and this may signify they had more prior knowledge in regard to programming at the
beginning of the test. However, the value was not too high, and this kind of discrepancy
only occurred once to assert something like this. The rank sum test results are depicted.
The Wilcoxon test measures if medians of both distributions are equal or not. If they are
different, the test rejects the null hypothesis; otherwise, the null hypothesis is accepted.

Table 9. Output of statistics of Wilcoxon signed-rank test for the sequence programming concept and
Dual group.

Sequences_Pre-Sequences_Post

Z −1.931 c

Level of significance 0.054
Campus = dual degree in all campuses; Wilcoxon signed-rank test; Based on positive ranks.

A graphical representation of the results is shown in Figure 6. According to the Dual
group, in the pre-test, programming knowledge was higher than in the Mostoles and Ferraz
groups. The possible reasons were previously explained, or perhaps these participants
studied more programming or technology subjects at high school, or they were simply
better prepared. The Ferraz group achieved the lowest scores with respect to the three
groups. Nevertheless, the post-test results demonstrated remarkable development out of
all groups. For the Dual group, compared to the other groups, their pre-test was higher,
as well as their post-test in all the programming concepts. It is also noteworthy that the
trajectory of the learning in all three groups follows the same path, even though results
are higher, respectively, in Dual, Mostoles, and Ferraz. Corresponding to the grade, each
group follows the same order (higher for Dual, Mostoles, and Ferraz, respectively).
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As this study follows the same trajectory for the learning of programming concepts,
the results shown in the previous section are equivalent. The programming concepts with
the best performance in relation to the pre- and post-test are the event and parallelism
concepts. The concept with the least knowledge gained is sequences, as the participants
were familiar with it, followed by flowcharts, variables, and types, and then operators and
conditionals. In most cases, the pre-test presented scores close to zero (except for some
outliers in all groups).

4.4. Discussion of Findings

Results obtained from this research support previous studies [24], where participants
gained relevant knowledge on also CT using games. This also correlates with other work,
where an environment for learning programming such as Scratch was used to ensure
motivation and empowerment of students [4], and these positive effects of the Guided
Scratch VEE match earlier research studies [32–34]. Previous approaches [40] have also
used practical games [41] or math-proposed games for improving CT, as in this study.

Therefore, providing visual environments based on interactive games for introducing
such programming concepts and CT concepts to students may be the correct direction to
work with, or at least a very good recommendation.

Nonetheless, a limitation of this research is based on the lack of a control group to
check or extrapolate the outcomes accomplished. This fact does not have a trivial solution
because the number of students and groups is limited. A plausible solution was the use of
the smallest campus (e.g., Ferraz), as the control group, but the authors considered a better
option, consisting of an increase in samples instead of a control group.

5. Conclusions

The current COVID-19 pandemic has served to underscore the importance of enhanc-
ing young people’s ability, understanding, and use of computer code to develop and deploy
new software systems. Productive computer programmers must be able to apply general
practices and concepts involved in computational thinking and problem solving. That
said, computer science education represents a dynamically changing domain globally and
has faced many challenges in teaching programming concepts. This paper uses a guided
TPACK framework, incorporating a Scratch VEE for CS1 students as a method to teach
and introduce programming concepts. The objective was to investigate if programming
concepts could be improved upon by applying this approach and if the CS1 students
studying at the one university but different groups of students of the same undergraduate
degree were able to improve their programming skills.

This paper had two research questions, the first being, ‘Can programming concepts
be improved with a TPACK Visual Execution Environment for a cohort of 124 of CS1
students?’ Statistically significant results of their knowledge improvement in both cases
were observed, studying the results as a whole (all students) or dividing them into their
own groups, Ferraz, Mostoles, and both, in which case the results vary slightly depending
on their previous knowledge and precedence. The second research question focused on if
there were differences in the learning path of programming concepts, which could infer that
some concepts are easier to understand by students than others. The study observed that
there are differences depending on the concept being addressed and their initial knowledge
of each. It was observed that students lacked previous knowledge about flow charts,
variables, and data types, which they showed great improvement. Slightly the same thing
happened with operators, conditionals, and loops, but their initial knowledge was also
higher. Moreover, in the case of events and parallelism, students did not know about them
at all in the pre-test, and after using the VEE, their knowledge very much improved.

Another conclusion observed after the study is that ‘origin’ matters to CS1 students.
The three groups of students followed the same procedure and had the same teachers, but
their initial knowledge and knowledge gain were not the same for the three groups. In
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evaluating their prior knowledge from high-school grades on accessing university, this
indicated more prior knowledge for the groups that scored higher.

The work, being a quasi-experimental research case study with CS1 students, though
with different groups of students belonging to the same degree, was conducted in one
country and therefore has the primary limitation of a narrow focus. This can effectively
point to results requiring further evaluation; however, such an approach does not facilitate
the development of generalizations.

While this VEE is not a panacea to all programming comprehension and learning, this
paper has demonstrated that by using metaphors and Scratch programs to explain and
practice the programming concepts addressed in this paper, the VEE effectively guides
CS1students in learning programming concepts in a short period of time. While ensuring
concepts and practices foundational to programming are understood, the students can
continue their practice and become competent and productive computer programmers.
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